**Data Structures and Algorithms**

**Lab-11**

**Name:** Ahmad Amjad Mughal

**Reg No:** 121672

**Class:** BSCS-6C

**Task 1**

**Insertion sort:**

//Ahmad Amjad Mughal

//BSCS-6C

//121672

#include <iostream> //input output library

using namespace std; //for prompt commands

void insertionSort(int array[], int n) //function that performs sorting

{

int i, key, j;

for (i = 1; i < n; i++)

{

key = array[i]; //sets second element of array as a key

j = i - 1; //assign first element j

while (j >= 0 && array[j] > key) //comparsion of numbers

{

array[j + 1] = array[j];

j = j - 1;

}

array[j + 1] = key;

}

}

void display(int array[], int n) //function that displays the sorted array

{

int i;

for (i = 0; i < n; i++)

cout <<" "<< array[i];

cout << endl;

}

int main()

{

int array[] = {13,11,8,5,4,1,9 };

int n = sizeof(array) / sizeof(array[0]);

//function calls

insertionSort(array, n);

cout << "Numbers in sorted oder are listed as " << endl;

display(array, n);

return 0;

**}**

**Screenshot:**

![](data:image/png;base64,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)

**Merge Sort:**

#include <iostream>

using namespace std;

void Merge(int \*a, int low, int high, int mid)

{

// We have low to mid and mid+1 to high already sorted.

int i, j, k, temp[10- 0 + 1];

i = low;

k = 0;

j = mid + 1;

// Merge the two parts into temp[].

while (i <= mid && j <= high)

{

if (a[i] < a[j])

{

temp[k] = a[i];

k++;

i++;

}

else

{

temp[k] = a[j];

k++;

j++;

}

}

// Insert all the remaining values from i to mid into temp[].

while (i <= mid)

{

temp[k] = a[i];

k++;

i++;

}

// Insert all the remaining values from j to high into temp[].

while (j <= high)

{

temp[k] = a[j];

k++;

j++;

}

// Assign sorted data stored in temp[] to a[].

for (i = low; i <= high; i++)

{

a[i] = temp[i - low];

}

}

// A function to split array into two parts.

void MergeSort(int \*a, int low, int high)

{

int mid;

if (low < high)

{

mid = (low + high) / 2;

// Split the data into two half.

MergeSort(a, low, mid);

MergeSort(a, mid + 1, high);

// Merge them to get sorted output.

Merge(a, low, high, mid);

}

}

int main()

{

int n, i;

cout << "\nEnter the number of data element to be sorted: ";

cin >> n;

int arr[10];

for (i = 0; i < n; i++)

{

cout << "Enter element " << i + 1 << ": ";

cin >> arr[i];

}

MergeSort(arr, 0, n - 1);

// Printing the sorted data.

cout << "\nSorted Data ";

for (i = 0; i < n; i++)

cout << "->" << arr[i];

return 0;

}

**Screenshot:**
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**Task 2:**

**Insertion sort:**

//Ahmad Amjad Mughal

//BSCS-6C

//121672

#include <ctime>

#include <iostream> //input output library

using namespace std; //for prompt commands

void insertionSort(int array[], int n) //function that performs sorting

{

int i, key, j;

for (i = 1; i < n; i++)

{

key = array[i]; //sets second element of array as a key

j = i - 1; //assign first element j

while (j >= 0 && array[j] > key) //comparsion of numbers

{

array[j + 1] = array[j];

j = j - 1;

}

array[j + 1] = key;

}

}

void display(int array[], int n) //function that displays the sorted array

{

int i;

for (i = 0; i < n; i++)

cout << array[i];

}

void random()

{

int random = 100000;

int arrayr[100000];

srand(time(NULL));

for (int number = 0; number < 10000; number++)

arrayr[number] = rand() % 100000 + 1;

clock\_t start = clock();

insertionSort(arrayr, random);

clock\_t stop = clock();

double iteration\_time = double(stop - start) / CLOCKS\_PER\_SEC;

cout << "randomized sorted Array Elapsed time is " << iteration\_time << endl;

}

void ascending()

{

int random = 100000;

int arrayr[100000];

srand(time(NULL));

for (int number = 0; number < 100000; number++)

arrayr[number] = rand() % random + 1;

insertionSort(arrayr, random);

clock\_t start = clock();

insertionSort(arrayr, random);

clock\_t stop = clock();

double iteration\_time = double(stop - start) / CLOCKS\_PER\_SEC;

cout << "Ascending order sorted array elapsed time is " << iteration\_time << endl;

}

void descending(){

int random = 100000;

int arrayr[100000];

int arraydesc[100000];

srand(time(NULL));

for (int number= 0; number < random; number++) {

arrayr[number] = rand() % random + 1;

}

insertionSort(arrayr, random);

for (int i = 100000, j = 0; i>0, j <= 100000; i--, j++){

arraydesc[j] = arrayr[i];

}

clock\_t start = clock(); // start timer

insertionSort(arraydesc, random);

clock\_t stop = clock();

double iteration\_time = double(stop - start) / CLOCKS\_PER\_SEC; //time in seconds

cout << "Descending order sorted array elapsed time is " << iteration\_time << endl;

};

int main()

{

random();

ascending();

descending();

return 0;

}

**Output:**
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**Merge sort:**

#include <iostream>

#include <stdlib.h>

#include <ctime>

using namespace std;

void merge(int arr[], int p, int q, int r)

{

int i, j, k;

int\* L;

int\* R;

int n1 = q - p + 1;

int n2 = r - q;

L = new int[n1];

R = new int[n2];

for (i = 0; i < n1; i++)

L[i] = arr[p + i];

for (j = 0; j < n2; j++)

R[j] = arr[q + 1 + j];

i = 0;

j = 0;

k = p;

while (i < n1 && j < n2)

{

if (L[i] <= R[j])

{

arr[k] = L[i];

i++;

}

else

{

arr[k] = R[j];

j++;

}

k++;

}

while (i < n1)

{

arr[k] = L[i];

i++;

k++;

}

while (j < n2)

{

arr[k] = R[j];

j++;

k++;

}

}

void mergeSort(int arr[], int p, int r)

{

if (p < r)

{

int q = p + (r - p) / 2;

mergeSort(arr, p, q);

mergeSort(arr, q + 1, r);

merge(arr, p, q, r);

}

}

/\* Function to print an array \*/

void printArray(int A[], int size)

{

int i;

for (i = 0; i < size; i++)

cout << A[i] << " ";

cout << endl;

}

void randomFunction(){

int arrayr[100000];

srand(time(NULL));

for (int number = 0; number < 100000; number++) {

arrayr[number] = rand() % 100000 + 1;

}

double time\_iteration;

clock\_t start = clock(); // start timer

mergeSort(arrayr, 0, (100000 - 1));

clock\_t stop = clock();

time\_iteration = double(stop - start) / CLOCKS\_PER\_SEC; //time in seconds

cout << "Time consumed for sorting random numbers: " << time\_iteration << endl;

}

void ascendingFunction(){

int arrayr[100000];

srand(time(NULL));

for (int number = 0; number < 100000; number++) {

arrayr[number] = rand() % 100000 + 1;

}

mergeSort(arrayr, 0, (100000 - 1));

double time\_iteration;

clock\_t start = clock(); // start timer

mergeSort(arrayr, 0, (100000 - 1));

clock\_t stop = clock();

time\_iteration = double(stop - start) / CLOCKS\_PER\_SEC; //time in seconds

cout << "Time consumed for already sorted numbers: " << time\_iteration << endl;

}

void descendingFunction(){

int arrayr[100000];

int arraydec[100000];

srand(time(NULL));

for (int number = 0; number < 100000; number++) {

arrayr[number] = rand() % 100000 + 1;

}

mergeSort(arrayr, 0, (100000 - 1));

for (int i = (100000 - 1), j = 0; i >= 0, j < 100000; i--, j++){

arraydec[j] = arrayr[i];

}

double time\_iteration;

clock\_t start = clock(); // start timer

mergeSort(arraydec, 0, (100000 - 1));

clock\_t stop = clock();

time\_iteration = double(stop - start) / CLOCKS\_PER\_SEC; //time in seconds

cout << "Time consumed when numbers are sorted in descending order: " << time\_iteration << endl;

};

int main()

{

randomFunction();

ascendingFunction();

descendingFunction();

}

**Output:**

**![](data:image/png;base64,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)**

**Comparison:**

* Merge sort is much better than insertion sort as time complexity of merge sort is O(nlogn) and that of insertion sort is O(n^2).
* Merge sort has same time consumption for best, average and worst cases while in case of insertion sort, time complexity is different for different case.
* merge sort is better in time complexity when there is random array.
* Inserion sort is better for measuring time complexity of ascending numbers. Merge sort creates two sub arrays and calculate the time for each comparsion.
* Merge sort is better for measuring time complexity of descending numbers. Time complexity of worst case of insertion is 43.92 sec and for merge it is 0.143 sec.
* In merge sort, for every array we make two sub arrays and then merge them so we get same time for all cases. In insertion sort, we pick an element, compare it with the element at its left, and then sort accordingly so time depends on the previous arrangement of elements.